**1.**

CREATE EXTENSION citus;

CREATE TABLE json\_table (

id VARCHAR(50) PRIMARY KEY,

type VARCHAR(50),

name VARCHAR(50),

ppu DECIMAL,

batters JSONB,

topping JSONB

);

INSERT INTO json\_table

SELECT \* FROM json\_populate\_recordset (NULL::json\_table,

'[

{

"id": "0001",

"type": "donut",

"name": "Cake",

"ppu": 0.55,

"batters":

{

"batter":

[

{ "id": "1001", "type": "Regular" },

{ "id": "1002", "type": "Chocolate" },

{ "id": "1003", "type": "Blueberry" },

{ "id": "1004", "type": "Devil''s Food" }

]

},

"topping":

[

{ "id": "5001", "type": "None" },

{ "id": "5002", "type": "Glazed" },

{ "id": "5005", "type": "Sugar" },

{ "id": "5007", "type": "Powdered Sugar" },

{ "id": "5006", "type": "Chocolate with Sprinkles" },

{ "id": "5003", "type": "Chocolate" },

{ "id": "5004", "type": "Maple" }

]

},

{

"id": "0002",

"type": "donut",

"name": "Raised",

"ppu": 0.55,

"batters":

{

"batter":

[

{ "id": "1001", "type": "Regular" }

]

},

"topping":

[

{ "id": "5001", "type": "None" },

{ "id": "5002", "type": "Glazed" },

{ "id": "5005", "type": "Sugar" },

{ "id": "5003", "type": "Chocolate" },

{ "id": "5004", "type": "Maple" }

]

},

{

"id": "0003",

"type": "donut",

"name": "Old Fashioned",

"ppu": 0.55,

"batters":

{

"batter":

[

{ "id": "1001", "type": "Regular" },

{ "id": "1002", "type": "Chocolate" }

]

},

"topping":

[

{ "id": "5001", "type": "None" },

{ "id": "5002", "type": "Glazed" },

{ "id": "5003", "type": "Chocolate" },

{ "id": "5004", "type": "Maple" }

]

}

]');

CREATE TABLE product (

id VARCHAR(50),

type VARCHAR(50),

name VARCHAR(50),

ppu DECIMAL,

batter\_id VARCHAR(50),

batter\_type VARCHAR(100),

topping\_id VARCHAR(50),

topping\_type VARCHAR(100)

)

USING columnar;

INSERT INTO product

SELECT jt.id,jt.type,jt.name,jt.ppu

,j.batter::jsonb -> 'id' as batter\_id

,j.batter::jsonb -> 'type' as batter\_type

,k.topping::jsonb -> 'id' as topping\_id

,k.topping::jsonb -> 'type' as topping\_type

FROM json\_table jt

CROSS JOIN LATERAL

jsonb\_array\_elements\_text(

batters->'batter'

) AS j(batter)

CROSS JOIN LATERAL

jsonb\_array\_elements\_text(

topping

) AS k(topping)

**2.**

create\_json\_table

insert\_data\_json\_table

create\_columnar\_table

insert\_data\_columnar\_table

import airflow

from datetime import timedelta

from airflow import DAG

from airflow.operators.postgres\_operator import PostgresOperator

from airflow.utils.dates import days\_ago

dag\_psql = DAG(

dag\_id = "jsontocolumnar",

default\_args=args,

schedule\_interval='@once',

dagrun\_timeout=timedelta(minutes=60),

start\_date = airflow.utils.dates.days\_ago(1)

)

create\_json\_table\_sql\_query = """

CREATE TABLE json\_table (

id VARCHAR(50) PRIMARY KEY,

type VARCHAR(50),

name VARCHAR(50),

ppu DECIMAL,

batters JSONB,

topping JSONB

);

"""

insert\_data\_json\_sql\_query = """

INSERT INTO json\_table

SELECT \* FROM json\_populate\_recordset (NULL::json\_table,

'[

{

"id": "0001",

"type": "donut",

"name": "Cake",

"ppu": 0.55,

"batters":

{

"batter":

[

{ "id": "1001", "type": "Regular" },

{ "id": "1002", "type": "Chocolate" },

{ "id": "1003", "type": "Blueberry" },

{ "id": "1004", "type": "Devil''s Food" }

]

},

"topping":

[

{ "id": "5001", "type": "None" },

{ "id": "5002", "type": "Glazed" },

{ "id": "5005", "type": "Sugar" },

{ "id": "5007", "type": "Powdered Sugar" },

{ "id": "5006", "type": "Chocolate with Sprinkles" },

{ "id": "5003", "type": "Chocolate" },

{ "id": "5004", "type": "Maple" }

]

},

{

"id": "0002",

"type": "donut",

"name": "Raised",

"ppu": 0.55,

"batters":

{

"batter":

[

{ "id": "1001", "type": "Regular" }

]

},

"topping":

[

{ "id": "5001", "type": "None" },

{ "id": "5002", "type": "Glazed" },

{ "id": "5005", "type": "Sugar" },

{ "id": "5003", "type": "Chocolate" },

{ "id": "5004", "type": "Maple" }

]

},

{

"id": "0003",

"type": "donut",

"name": "Old Fashioned",

"ppu": 0.55,

"batters":

{

"batter":

[

{ "id": "1001", "type": "Regular" },

{ "id": "1002", "type": "Chocolate" }

]

},

"topping":

[

{ "id": "5001", "type": "None" },

{ "id": "5002", "type": "Glazed" },

{ "id": "5003", "type": "Chocolate" },

{ "id": "5004", "type": "Maple" }

]

}

]');

"""

create\_columnar\_table\_sql\_query = """

CREATE TABLE product (

id VARCHAR(50),

type VARCHAR(50),

name VARCHAR(50),

ppu DECIMAL,

batter\_id VARCHAR(50),

batter\_type VARCHAR(100),

topping\_id VARCHAR(50),

topping\_type VARCHAR(100)

)

USING columnar;

"""

insert\_data\_columnar\_sql\_query = """

INSERT INTO product

SELECT jt.id,jt.type,jt.name,jt.ppu

,j.batter::jsonb -> 'id' as batter\_id

,j.batter::jsonb -> 'type' as batter\_type

,k.topping::jsonb -> 'id' as topping\_id

,k.topping::jsonb -> 'type' as topping\_type

FROM json\_table jt

CROSS JOIN LATERAL

jsonb\_array\_elements\_text(

batters->'batter'

) AS j(batter)

CROSS JOIN LATERAL

jsonb\_array\_elements\_text(

topping

) AS k(topping)

"""

create\_json\_table = PostgresOperator(

sql = create\_json\_table\_sql\_query,

task\_id = "create\_json\_table",

postgres\_conn\_id = "postgres\_local",

dag = dag\_psql )

insert\_data\_json\_table = PostgresOperator(

sql = insert\_data\_json\_sql\_query,

task\_id = "insert\_data\_json\_table",

postgres\_conn\_id = "postgres\_local",

dag = dag\_psql )

create\_columnar\_table = PostgresOperator(

sql = create\_columnar\_table\_sql\_query,

task\_id = "create\_columnar\_table",

postgres\_conn\_id = "postgres\_local",

dag = dag\_psql )

insert\_data\_columnar\_table = PostgresOperator(

sql = insert\_data\_columnar\_sql\_query,

task\_id = "insert\_data\_columnar\_table",

postgres\_conn\_id = "postgres\_local",

dag = dag\_psql )

create\_json\_table >> insert\_data\_json\_table >> create\_columnar\_table >> insert\_data\_columnar\_table

**3.**

import request

user = 'your\_email','your\_password'

url = 'https://your\_zendesk\_url/api/v2/groups.json'

response = requests.get(url, auth=user)

if response.status\_code != 200:

print('Status:', response.status\_code, '.Error')

exit()

data = response.json()

group\_list = data['groups']

for group in group\_list:

print(group['name'])

![Example JSON Response.](data:image/png;base64,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)

Example source : Zendesk

**4.**

|  |
| --- |
|  |
| #4.1 |
|  |  |
|  | #Input jumlah N |
|  | j = int(input('N: ')) |
|  | count = 0 |
|  | a = 1 |
|  |  |
|  | #define prime number |
|  | def is\_prime\_number (x): |
|  | for i in range(2, x): |
|  | if x % i == 0: |
|  | return False |
|  | return True |
|  |  |
|  | prime\_number\_list = [] |
|  | while count < j: |
|  | a = a + 1 |
|  | if is\_prime\_number(a): |
|  | prime\_number\_list.append(a) |
|  | count = count + 1 |
|  |  |
|  |  |
|  | print(prime\_number\_list) |
|  |  |
| #4.2 |  |
|  |  |
|  | # Input Kedua List |
|  | j1 = input('list\_1: ') |
|  | k1 = input('list\_2: ') |
|  |  |
|  | #Sort Kedua List |
|  | j2 = sorted(j1.split(",")) |
|  | k2 = sorted(k1.split(",")) |
|  |  |
|  | #Cek hitung jumlah List |
|  | count\_j = len(j2) |
|  | count\_k = len(k2) |
|  |  |
|  | #Add null ke list yg jumlahnya lebih sedikit |
|  | while count\_j < count\_k: |
|  | j2.append("NULL") |
|  | count\_j = count\_j+1 |
|  |  |
|  | while count\_k < count\_j: |
|  | k2.append("NULL") |
|  | count\_k = count\_k+1 |
|  |  |
|  | #Zip 2 list |
|  | new\_lst = [list(x) for x in zip(j2, k2)] |
|  | print(new\_lst) |
|  |  |